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**Introduction**

The following operations are supported by the treap data structure that we have created for this project: insertWithPriority, insert, remove, find, split, and join. The treap is a randomized data structure that combines the properties of a binary search tree and a heap. We have also conducted performance analysis of the treap implementation for find, insert, remove, split, and join operations. We generated a sequence of unique integers and performed these operations on the treap with varying input sizes. We have also provided a test program that allows the user to perform these operations and print the treap configuration after each operation.

***First part***

We can see from the Treap operations' implementation that their performance is consistent with the anticipated time complexity.
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Since we must traverse the tree from the root to a leaf node in order to find the ideal location to insert the new node, the time complexity of the insert WithPriority and insert operations is O(log n). Since we must traverse the tree from the root to find the node with the given key, the time complexity of the remove and find operations is also O(log n). O(log n + k), where k is the number of keys bigger than the provided key, is the time complexity for the split operation. This is because we have to go through the tree to get to the the root to find the split point and then traverse the right subtree to collect the keys greater than the given key (Arora & Batra, 2012). For the join operation, the time complexity is O(log n + m), where m is the number of keys in the second Treap. This is because we need to find the maximum key in the first Treap and the minimum key in the second Treap to join them together. In sum, the Treap implementation provides efficient and consistent performance for the six operations, which makes it a useful data structure for applications that require fast insert, remove, and search

***Second part***

We can infer the following facts about the asymptotic development of performance of the Treap implementation from the graphs:The average time complexity of insertion and join operations, where n is the size of the heap, is O(log n). This is to be expected as Treaps are self-balancing binary search trees and insertion and join operations in these trees typically have a time complexity of O(log n).

Operations like Find and Remove also have an O(log n) average time complexity. This is also expected given that Treaps are binary search trees, and find and remove operations in binary search trees typically have a time complexity of O(log n).

The average time complexity of a split operation is O(k log n), where k is the number of keys in the resulting Treap containing keys larger than the split key. This is also expected as the split operation involves searching for the split key in the Treap and then dividing the Treap into two parts based on the position of the split key. The time complexity of searching for the split key is O(log n), and the time complexity of splitting the Treap into two parts is O(k). Hence, the overall time complexity is O(k log n).

In sum, the Treap implementation has an average time complexity of O(log n) for insertion, join, find, and remove operations, and an average time complexity of O(k log n) for the split operation, where n is the size of the Treap and k is the number of keys in the resulting Treap containing keys larger than the split key.

**Findings**

After analyzing the performance of the Treap implementation, we can draw the following conclusions:

Insert and remove operations have an average time complexity of O(log n), where n is the size of the Treap. This is expected as these operations involve traversing the Treap to find the position of the key, which takes O(log n) time on average. The performance graphs also show a logarithmic growth in the time taken with increasing input size.

Find operation has an average time complexity of O(log n), but the constant factor is larger compared to insert and remove operations. This is because find operation only involves searching for a key in the Treap and doesn't require any rebalancing, so the time taken depends on the depth of the key in the Treap. The performance graphs show a similar logarithmic growth with a larger constant factor compared to insert and remove operations.

Split and join operations have an average time complexity of O(log n), but the constant factor is much larger compared to other operations. This is because these operations require splitting or joining the Treap at a given key, which involves traversing the Treap to find the position of the key and then updating the parent pointers, which takes more time compared to other operations. The performance graphs show a logarithmic growth with a much larger constant factor compared to other operations.

In sum,the Treap implementation performs well for insert, remove, and find operations, but split and join operations take significantly longer. Therefore, the choice of using a Treap depends on the relative importance of these operations in a given application.

**Conclusion**

In conclusion, we have successfully implemented a treap data structure and analyzed its performance for various operations. We have shown that the treap has an expected logarithmic time complexity for these operations. Furthermore, we have provided a test program that can be used to test the functionality of the treap implementation. The treap is a useful data structure for applications that require efficient insertion and search operations. Overall, this project has allowed us to gain a deeper understanding of treaps and their practical applications.
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